|  |  |  |
| --- | --- | --- |
|  | **제17회 임베디드SW경진대회**  **개발계획서 [스마트 팩토리]** |  |
|  |

|  |
| --- |
| **0. 작성 시 주의사항**  ※아래의 작성 양식(제출분량, 폰트, 크기, 줄 간격 등)을 미준수 시 서류 평가의 감점요인됨 |
|  |
| **※ 제출 분량 : A4 용지 상세내용 포함 10 page 이내**  **※ 작성 양식 (폰트 : 맑은 고딕 / 폰트 크기 : 10pt / 자간 : 0% / 장평 : 100% / 줄 간격 : 130%)**  **※ 제출 포맷 : pdf** |

|  |  |  |  |
| --- | --- | --- | --- |
| **1. 팀 정보** | | | |
|  | | | |
| **팀명** | eco\_BARAM | **팀장** | 김진원 |
| **팀원** | 이창훈 | **팀원** | 이동규 |
| **팀원** | 배재성 | **팀원** |  |

|  |  |
| --- | --- |
| **2. 개발계획서 요약** | |
|  | |
| **개요 및 목표** | 스마트 팩토리 내에는 수많은 운반용 로봇들이 돌아다니며 물건을 옮기고 있다. 이 로봇들은 별도의 전원으로 가동되며 충전이 필요하다. 동시에 많은 수의 로봇이 충전을 한다면 생산성의 손실을 불러 일으킨다. 우리는 이러한 손실을 최소화하고자 한다. |
| **개발 내용** **(간단한 Spec기재)** | 라즈베리파이3B+, 아두이노 우노, Xbee 쉴드, Xbee 통신모듈, 모터드라이버 AX-12 서보모터(변경가능) |

|  |
| --- |
| **3. 개발계획서** |
|  |
| **0. 작품명 : 물류 운송 모바일 로봇의 가동률을 극대화하는 스케줄링 시스템**  **1. 개요**  **1.1. 작품 개요**  이 시스템은 다수의 로봇을 가장 효율적으로 운영하는 방법을 제시한다. 그 중에서 배터리의 잔량 측면에 따라 각 로봇을 언제, 얼마나 충전할지에 집중하여 시스템을 제어할 것이다.  아두이노로 제작된 운송로봇은 업무를 수행하며, 주기적으로 배터리의 잔량을 라즈베리파이에 전송한다. 라즈베리파이는 이를 고려하여 다수의 운송로봇에 업무를 분담하는 군집제어를 담당하게 된다.  **1.2. 개발 목표**   1. 아두이노를 이용하여 여러 대의 운송로봇를 제작한다. 2. 지그비 통신을 사용하여 운송로봇의 배터리 잔량을 라즈베리파이로 전송한다. 3. 최대한 많은 로봇이 지속적으로 가동되도록 하는 알고리즘을 만든다. 4. 로봇간에 동선이 충돌하지 않도록 하는 알고리즘을 고안한다. 5. 각 로봇의 배터리 잔량 값과 알고리즘을 통해 로봇들에게 충전 명령을 내린다. 로봇은 스스로 충전 도크로 간다. |
| **2. 스마트 팩토리 관련 연구내용**  기존 공장의 모바일 로봇의 스케줄링 시스템에 대한 상용화 사례는 찾아보기 힘들며, 아직은 연구 단계이다. 일례로 한국생산기술연구원에서는 A\*알고리즘을 이용하는 등 로봇의 이동 시간을 줄이려고 노력하고 있다. 이외에도 다수의 연구가 작업 타겟과 로봇의 최단경로를 찾는 방향으로 진행되고 있다.  본 참가작은 충전중인 로봇의 수를 최소화하여 최대한 많은 로봇들이 상시 가동되도록 하는 알고리즘을 제시할 것이다. 기존의 연구들이 집중하지 않았던 충전시간 관련 이슈를 해결한다. 이는 운송로봇의 배터리 잔량에 따라 어떤 로봇을 언제, 얼마나 충전시켜줄지에 관련한 스케줄링 시스템을 의미한다.  우선 기존 공장에서 사용하는 라인트레이서를 이용한다. 좀 더 정확한 라인 센싱을 위해 정규화, 가중치를 이용한다. 정규화를 통한 불규칙적인 데이터 값들의 형태를 맞춰주며, 이 값에 가중치를 부여하여 라인트레이서가 움직이는데 있어 정확성을 높인다.  n대의 라인트레이서들의 현재 위치, 예상 위치, 목표 위치, 배터리 잔량 등의 데이터를 저전력, 1대 다수의 통신을 가능하게 하는 Zigbee통신을 통해 Raspberry Pi로 전달한다. 전달받은 데이터는 Raspberry Pi의 충돌방지 알고리즘, 충전 스케줄링 알고리즘을 거쳐 다시 라인트레이서에 전달되어 공정을 효율적으로 운영한다.  이러한 솔루션을 기존 연구와 동시에 적용하게 되면 더욱 효율적인 스마트팩토리 환경을 구성할 수 있을 것이다.  참고자료 : [중대형 물류센터 적용이 가능한 물류운송로봇 스케쥴링 기술 개발 , 2016.1.30] |
| **3. 스마트 팩토리 관련 공부 내용**  **3.1. 기술적 요구사항**   1. 라인 센싱   정규화 : 적외선 센서의 출력은 주변의 환경에 따라 값이 다르게 나오고, 각 센서마다의 값도 다르게 나타나므로 각 센서들의 최대, 최소값을 소프트웨어적으로 모두 같게 만드는 작업을 정규화 작업이라고 한다. 정규화 수식은 <그림 1>과 같다.  정규화 값 = \*분해능  <그림 1>  <그림 2>와 같이 모바일 로봇이 주행을 한다고 할 때 비교적 검은 선 위에 있는 3번과 4번센서와 외곽 부분에 위치한 1번 6번 센서의 최대값과 최소값이 다를 것이다.    <그림2>  예를 들어서 <그림 3>과 같은 센서 값이 나온다고 할 때 1번센서에서의 센서 값과 3번센서의 센서 값이 의미하는 바가 다르게 된다. 그 결과 이러한 데이터들의 형태를 맞추어주는 작업이 필요한데 이를 정규화 라고 한다  <그림3>  가중치: .모바일 로봇이 안정적으로 방향을 전환하기 위해서 각 센서 값에 가중치를 곱하여준다. 가중치를 적용하는 방법은 <그림 4>와 같다.    <그림4>  가중치가 적용된 데이터로 모바일 로봇이 현재 어느 쪽으로 기울여 져있는지 알 수 있다.  <그림 5>를 예로 들자면 현재 모바일 로봇의 센서 값이 음의 값으로 치우쳐져 있으므로  모바일 로봇이 라인을 기준으로 오른쪽으로 치우쳐져 있음을 알 수 있다.     1. 통신 – Zigbee통신   - 용량이 적은 배터리를 사용하기에 저전력의, 그리고 1:N의 통신을 하기 위해 Zigbee 통신을 선택했다. Zigbee통신을 하기 위해 Xbee 모델을 사용할 것이며, X-CTU 프로그램을 이용하여 통신설정을 할 것이다.  개발 툴: 아두이노 IDE, Raspbian-vim, nano text editor(개발 툴), GCC 컴파일러, X-CTU(XBee 통신설정 프로그램)  **3.2. 개발 방법**  - 결과물 도출을 위해 어떤 절차를 적용할 것인지 제시한다.  - 최적의 결과물 도출을 위해 중간 단계에서 어떤 평가방법을 활용할 것인지 제시한다.  1. 하드웨어 제작  1.1. 운송로봇 제작    - 준비물(1대 제작기준) : 아두이노 우노, Xbee, Xbee 쉴드, DC 모터 2개, 서보모터 1개, 수광부\*6, 발광부\*6, 바퀴 2개, 볼케스터 1개, 배터리 1개  - 차체 앞에 수광, 발광부를 부착시켜 길을 찾을 수 있도록 제작한다.  - 차체 앞에는 지게차와 같은 역할을 하도록 서보모터를 부착하여 제어한다.  - 차체 뒤에는 배터리를 충전할 수 있도록 따로 금속 판을 부착한다.  1.2 배터리 잔량 확인방법  - 배터리는 11.1v를 사용한다 가정한다.  - 아두이노의 ADC는 10bit인 0~1023까지 읽을 수 있고, 1023은 5v에 매칭이 된다.  - 11.1를 5v까지 받을 수 있도록 회로를 설계해야 한다. 이는 즉 5V/11.1V ≈ 45%의 전압을 가져가면 되므로 약 8KΩ, 10K Ω 두개의 저항을 사용하여 ADC를 측정하면 된다.    - 위 그림과 같이 회로를 구성하면 배터리의 잔량을 측정할 수 있다.  1.3 배터리 충전    - 파워 서플라이에 금속 판을 달아 라인트레이서의 충전부와 잘 접촉할 수 있도록 한다.  1.4 맵 구현    위와 같은 모양의 맵을 포맥스와 절연테이프를 이용하여 제작한다.  2. 통신 설정  2.1. 1 : N Xbee 통신 구축    - 즉, CH, ID는 모두 같은 값을 가져야하고, MY는 자신의 지그비의 주소와 DL은 보낼 지그비의 주소를 설정해주면 된다  이후 아두이노의 시리얼 통신을 진행하면 된다.  3. 알고리즘 구현  3.1 충전 스케줄링 알고리즘  최대한 많은 로봇이 지속적으로 가동되도록 하는 알고리즘을 고안한다. 이는 곧 어떤 로봇을 언제, 얼마나 충전시킬지를 결정하는 알고리즘을 고안하는 것과 같다.  변수를 설정한 후, 필요한 조건을 구하고, 이에 따른 명령을 알아보도록 한다.  우선 필요한 변수들을 다음과 같이 칭한다.   |  |  | | --- | --- | | 전체 로봇 수 | N | | 충전기 수 |  | | 시간당 배터리 충전량 | Chrg | | 시간당 최대 배터리 소모량 |  | | 배터리의 잔여량 | B (0~100의 범위) | | n번째로 작은 배터리의 잔여량 |  | | 모든 배터리 잔여량의 합 | (0~100N의 범위) |   다음의 세 가지 조건을 둔다.   1. (N-)<= \*Chrg   **N : 로봇의 수 / : 충전기 수 / 시간당 배터리 소모량 / Chrg : 시간당 배터리 충전량**  이 조건은 전체 배터리의 총량이 점점 감소하지 않도록 한다.  이 조건을 만족하지 않을 경우 모든 충전기를 사용하더라도 (전체 배터리의 총량)은 감소한다.  즉 충전과 작업 중 어느 하나도 하지 않게 되는 로봇이 존재하게 된다.  예시)  N=4, =1, =12, Chrg = 30  로봇 4대의 초기 배터리량이 100, 100, 100, 100이었다고 생각해보자. (=400)  1대를 충전하고 3대를 작동시키면 130, 88, 88, 88이 된다.  다음 로봇을 충전시키면 118, 118, 76, 76이 된다.  다음 로봇을 충전시키면 106, 106, 106, 64가 된다.  다음 로봇을 충전시키면 94, 94, 94, 94가 된다. (=376)  모든 시간에 모든 충전기를 가동하였음에도 불구하고 가 감소했다.   1. B >=   **B : 한 로봇의 배터리 잔여량**  **: 하던 일을 마무리한 후 충전소로 복귀하기까지 필요한 배터리의 양**  배터리가 보다 낮아지게 되면 충전소로 복귀하기 전에 배터리가 방전되는 일이 발생할 수 있다.   1. >= +   **: n번째로 작은 배터리 양 / : 한 로봇이 가져야하는 최소 배터리 양**  **: 충전기 수 / 시간당 배터리 소모량**  이 조건은 세 조건중에서 가장 핵심적이다. 배터리 잔량이 더 부족한 다른 배터리들을 다 충전한 후에도 해당 배터리가 이상을 유지하도록 한다.  약간 복잡하므로, 우선 충전기의 수 을 1로 두고 도출한 수식에서 를 모든 자연수로 확장하도록 하겠다.  가 1이라고 가정하자. , , 는 각각 , +, Bmin+2의 값을 가져야 한다. 단위시간이 흘러 임의의 배터리 잔여량이 만큼 감소한 상황에서도 ①번 조건을 만족해야 한다. 즉 2번째로 충전할 배터리의 잔여량은 +, 3번째로 충전할 배터리의 잔여량은 +2, n번째로 충전할 배터리의 잔여량은 + (n-1)보다 아래로 떨어지지 않아야 한다. 즉 >= +(n-1)의 식을 도출해낼 수 있다.  예시)  = 10, =1, Chrg=10, =3  1번,2번,3번,4번…  1st cycle 10, 13, 16, 19, … 1번 로봇이 이다. 충전시킨다.  2nd cycle 20, 10, 13, 16, … 2번 로봇이 정확히 이 되었다. 충전시킨다.  3rd cycle 17, 20, 10, 13, … 3번 로봇이 정확히 이 되었다. 충전시킨다.  만약 2번 로봇의 초기값이 12였다면 2nd cycle에서 보다 낮게 내려가버렸을 것이다.  또한 3번 로봇의 초기값이 15였다면 3rd cycle에서 보다 낮게 내려가버렸을 것이다.  따라서 >= , >=+, >=+2를 만족해야 한다.  즉 >= +(n-1)\*를 만족한다.  이제 를 1 이상으로 확장하자. ~ 는 각각 까지 떨어져도 모두 충전 가능하므로 문제가 없다. +1~은 +까지 떨어져도 무방하다. (1 단위시간동안 ~는 인 상태에서 충전을 하고, 1단위시간이 끝난 직후 +1~가 으로 떨어지고 충전을 시작한다.)  이에 따라 은 Bmin+[(n-1)/]\*까지 떨어져도 무방하며, 그 아래로 떨어질 경우 ①번 조건을 충족시키지 못하게 된다.  예시)  = 10, =2, Chrg=10, =3  1번,2번,3번,4번…  1st cycle 10, 10, 13, 13, 16, 16, 19, … 1,2번 로봇이 이다. 충전시킨다.  2nd cycle 20, 20, 10, 10, 13, 13, 16, … 3,4번 로봇이 정확히 이 되었다.  3rd cycle 17, 17, 20, 20, 10, 10, 13, … 5,6번 로봇이 정확히 이 되었다.  만약 3번 로봇의 초기값이 12였다면 2nd cycle에서 보다 낮게 내려가버렸을 것이다.  또한 6번 로봇의 초기값이 15였다면 3rd cycle에서 보다 낮게 내려가버렸을 것이다.  따라서 ,>= , ,>=+, ,>=Bmin+2를 만족해야 한다.  즉 >= +[(n-1)/]\*를 만족한다.  [조건들 정리]   1. (N-)<= \*Chrg – 배터리 총량이 감소하지 않도록 함   **N : 로봇의 수 / : 충전기 수 / 시간당 배터리 소모량 / Chrg : 시간당 배터리 충전량**   1. B >= – 로봇이 충전소로 복귀중에 방전되는 일이 없도록 함   **B : 한 로봇의 배터리 잔여량**  **: 하던 일을 마무리한 후 충전소로 복귀하기까지 필요한 배터리의 양**   1. >= + - 각 배터리가 언제나 번 조건을 만족하도록 함   **: n번째로 작은 배터리 양 / : 한 로봇이 가져야하는 최소 배터리 양**  **: 충전기 수 / 시간당 배터리 소모량**  이상으로 세 가지 조건을 모두 설정하였다. 이제 각 조건의 충족 여부와 로봇의 충전 명령의 관계를 도출해보도록 한다.  우선 ①번 조건을 만족하도록 로봇과 충전기의 수를 결정해야 한다. 이 관계는 충전량 Chrg와 소모량 에 달려있다.  이제 ②, ③번 조건의 충족 여부에 따라 로봇을 어떻게 충전시킬지를 정한다.  ②, ③번 조건을 모두 만족하는 상황에서는 모든 로봇을 작업에 투입한다.  ②번 조건을 불만족하는 상황에서는 해당 로봇을 충전소로 보낸다.  ③번 조건을 불만족하는 상황이 되면 만큼의 로봇을 충전소로 보낸다.  여기까지만 고려하게 되면 ②번 조건을 만족하는 상황에서 ③번 조건에 따라 0대 혹은 만큼의 로봇을 충전하게 된다. 그 사이의 값만큼의 로봇을 충전할 수 없다는 것은 상당히 비효율적이다.  그래서 ③번 조건의 변수를 1에서부터 1씩 늘리며 ③번 조건을 변형시킨다.  이렇게 만들어진 조건들을 ③-1번 조건~ ③-번 조건이라고 부르자. 한편 ③-1번 조건을 만족한다면 ③-번 조건을 만족하게 된다.  즉 ③-1번 조건이 더 만족하기 어려운 조건인데, 이 조건을 만족하면 로봇을 하나도 충전하지 않아도 된다. (②번 조건 만족시)  ③-1번 조건을 불만족하며 ③-2번 조건을 만족하면 로봇을 1대 충전하면 된다. (②번 조건을 불만족하는 로봇이 1대 이하일 시)  ③-2번 조건을 불만족하며 ③-3번 조건을 만족하면 로봇을 2대 충전하면 된다. (②번 조건을 불만족하는 로봇이 2대 이하일 시)  ③-(-1)번 조건을 불만족하며 ③-번 조건을 만족하면 로봇을 -1대 충전하면 된다. (②번 조건을 불만족하는 로봇이 2대 이하일 시)  ③-번 조건을 불만족하면 로봇을 대 충전하면 된다. (충전 가능한 모든 로봇을 충전)  여기에서 n대를 충전하라는 명령은 배터리가 작은 순서대로 나열했을 때 앞에서부터 n대를 충전시키라는 명령을 의미한다.  위와 같은 방식으로 가장 효율적인 충전 대수 및 충전 대상을 찾을 수 있다.  3.2 최단 경로 알고리즘    맵은 위쪽, 아래쪽 통행로가 있으며 우측통행을 하도록 구성되어 있고, 위쪽으로 이동과 아래쪽으로 이동중 어떤 것이 더 빠를 것이냐 하는 이슈가 있다.  a = 시작점의 y 좌표, b = 도착점의 y좌표를, N = y축의 크기라 하면,  위로 이동할 때의 cost는 a+b+1, 아래로 이동할 때의 cost는 N-a-1 +N-b = 2N-a-b-1 이 나오게 된다.  이 두개의 cost 중 낮은 값의 경로로 최단경로를 설정한다.  이 때 같은 cost가 나오는 경우 교차로를 지나지 않는 경로를 선택한다.  3.3 최단 경로 검증 알고리즘  Visual Studio를 이용하여 가상의 필드를 만든다. 가상의 필드 안에서 시뮬레이션을 통해 모바일 로봇간의 정면충돌 횟수, 대기시간 체크를 통해 충돌방지 알고리즘을 평가한다. .  모바일 로봇은 공정에서 이동하는 경로를 좌표 값과 자신의 위치를 나타내는 좌표정보, 예상되는 좌표정보를 나타내주며 실시간으로 갱신시킨다. 그리고 지그비 통신을 통해서 갱신된  좌표 값을 라즈베리파이로 전송한다. n대의 모바일 로봇은 이동하면서 자신이 가지고 있는 예상 좌표정보와 라즈베리파이가 가지고 있는 예상좌표를 비교하여 충돌을 피한다.  D:\Bram\2-1_Vacation\임베디드 소프트웨어\찐프로그램아키텍쳐.png |
| **4. 예상되는 장애요인과 해결방안**  예상문제 1. 배터리 잔량 값이 선형적으로 증감하지 않을 수 있다.  - 라그랑주 보간법을 사용하여 배터리 잔량을 선형화한다.  예상문제 2. 충전중에 배터리 잔량을 정상적으로 체크할 수 없을 수 있다.  - (충전중의 배터리 잔량) = (충전하기 직전의 배터리 잔량) + (충전시간\*시간당 충전량)  을 통해 구한다. |
| **5. 단계별 개발계획 및 참여인원과 업무 분장**  김진원 : 충돌 방지 알고리즘 제작 담당  배재성 : 충전 스케줄링 알고리즘 담당  이창훈 : 운송로봇, 맵 제작, 배터리 측정 및 충전기 제작 등 하드웨어 전반적인 부분 담당  이동규 : Zigbee 통신 설정, 알고리즘 시뮬레이션 담당 |